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*Abstract:* A description with animated examples of using postfix notation, also called reverse polish notation or RPN, to evaluate algebraic expressions.

Every student of computer science should understand the concept of postfix notation and the use of stacks. For students of computer architecture this postfix notation mini-lecture is really an aside to show you how mind-bogglingly useful the concept of a stack is. It doesn't make any difference whether the stack is implemented in hardware and supported by the microarchitecture or simulated using an array and totally a creation of the high-level language programmer.

At some point in your career you will be asked to write a program that can interpret an expression in a notation similar to that of algebra. Getting something like (A+B)/(C-D) right can seem like a daunting task, especially when you are asked to write code that will interpret *any* valid expression. It turns out to be surprisingly easy if the problem is decomposed into two steps: translation to postfix notation and evaluation of the postfix notation expression. This is not a new idea... it was described by Donald Knuth in 1962 and he was writing a *history!* The stack algorithm illustrated below was described by Edsgar W. Dijkstra in 1961.

***Postfix Notation***

**Postfix notation** is a way of writing algebraic expressions without the use of parentheses or rules of operator precedence. The expression above would be written as AB+CD-/ in postfix notation. (Don't panic! We'll explain this in a moment.) Postfix notation had its beginnings in the work of Jan Łukasiewicz [![speaker icon](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAALCAYAAACprHcmAAAABmJLR0QA/wD/AP+gvaeTAAAAB3RJTUUH2QcREwwuzWNURwAAAJpJREFUGJWN0DsOAXEUxeFvSCYREVQalUoUKpVQiZWwFoWaRKzASuxDo5GI0iMehf9EJsbjJKe65977y8nL1gAl7HH7kAEjnNFDB0vUkmEF1eAJ7sE9FBBjhjjCAeWMD33UsQ0ozdw3HqwwxBrdX2GIwuXon3CycP2X+YI26Tam0m0Uw9W5ZzNvGnv13MICjYQlSwPssMEJR3gADhMdNkOUXS4AAAAASUVORK5CYII=)](http://www.forvo.com/word/jan_%C5%82ukasiewicz/)(1878-1956), a Polish logician, mathematician, and philosopher. Łukasiewicz developed a parenthesis-free prefix notation that came to be called Polish notation and a postfix notation now called Reverse Polish Notation or RPN. From these ideas, Charles Hamblin developed a postfix notation for use in computers. Łukasiewicz's work dates from about 1920. Hamblin's work on postfix notation was in the mid-1950's. Calculators, notably those from Hewlett-Packard, used various postfix formats beginning in the 1960s.

In this mini-lecture we will use variables represented by single letters and operators represented by single characters. Things are more complicated in real life. Variables have names composed of many characters and some operators, like \*\* for exponentiation, require more than a single character. However, we can make these simplifications without loss of generality.

In our simplified examples, each variable is represented by a single letter and each operator by a single character. These are called **tokens.** In a more complex implementation, your program would still scan a series of tokens, but they would likely be pointers into symbol tables, constant pools, and procedure calls for operators.

***Evaluating Postfix Notation***

Evaluating an expression in postfix notation is trivially easy if you use a stack. The postfix expression to be evaluated is scanned from left to right. Variables or constants are pushed onto the stack. When an operator is encountered, the indicated action is performed using the top elements of the stack, and the result replaces the operands on the stack.

Let's do an example using the postfix expression AB+CD-/. In order to see what's going on as the expression is evaluated, we will substitute numbers for the variables. The expression to be evaluated becomes 9 7 + 5 3 - /. This is equivalent to (9 + 7) / (5 - 3) so we expect the answer to be eight. Click the "Go" button at the right to see an animation showing the evaluation of the expression.

You will see the expression scanned from left to right. A yellow highlight shows the term currently being scanned. The digits in the expression are pushed onto the stack and the operators are performed.

Experiment with the animation until you are sure you understand what's going on.

Now that you see how easy it is to evaluate an expression that's in RPN form, you will want to convert ordinary infix expressions to RPN so that you can evaluate them. That turns out to be easy, too, if you use a stack.

***Converting Infix to Postfix***

We know that the infix expression (A+B)/(C-D) is equivalent to the postfix expression AB+CD-/. Let's convert the former to the latter.

We have to know the rules of operator precedence in order to convert infix to postfix. The operations + and - have the same precedence. Multiplication and division, which we will represent as \* and / also have equal precedence, but both have higher precedence than + and -. These are the same rules you learned in high school.

We place a "terminating symbol" ![http://ksuweb.kennesaw.edu/faculty/rbrow211/web_lectures/postfix/term.gif](data:image/gif;base64,R0lGODlhDAAKAKIAAP///6qqqpqamiQkJAAAAAAAAAAAAAAAACH5BAUUAAAALAAAAAAMAAoAAAMWCLrcGsMxKBet4FYtufMNCAhEaRJKAgA7)after the infix expression to serve as a marker that we have reached the end of the expression. We also push this symbol onto the stack.

After that, the expression is processed according to the following rules:

* Variables (in this case letters) are copied to the output
* Left parentheses are always pushed onto the stack
* When a right parenthesis is encountered, the symbol at the top of the stack is popped off the stack and copied to the output. Repeat *until* the symbol at the top of the stack is a left parenthesis. When that occurs, both parentheses are discarded.
* Otherwise, if the symbol being scanned has a higher precedence than the symbol at the top of the stack, the symbol being scanned is pushed onto the stack and the scan pointer is advanced.
* If the precedence of the symbol being scanned is lower than or equal to the precedence of the symbol at the top of the stack, one element of the stack is popped to the output; the scan pointer is *not* advanced. Instead, the symbol being scanned will be compared with the new top element on the stack.
* When the terminating symbol is reached on the input scan, the stack is popped to the output until the terminating symbol is also reached on the stack. Then the algorithm terminates.
* If the top of the stack is a left parenthesis and the terminating symbol is scanned, *or* a right parenthesis is scanned when the terminating symbol is at the top of the stack, the parentheses of the original expression were unbalanced and an unrecoverable error has occurred.

Click the "go" button on the animation to see how (A+B)/(C-D) is transformed to the postfix expression AB+CD-/. You can use "reset" and "go" to run the animation several times.

When an infix expression has been converted to postfix, the variables are in the same order. However, the operators have been reordered so that they are executed in order of precedence.

***Understanding Table 5-21 in Tanenbaum***

The rules expressed as a list in the previous section are shown in a nice, unambiguous table in *Structured Computer Organization* by Andrew Tanenbaum and Todd Austin (2013). Unfortunately, for some students the "train" analogy used by Tanenbaum and Austin gets in the way of seeing how to use this table. Here is the material from Tanenbaum and Austin presented in terms of a stack rather than with the train analogy. The "scan pointer" is a way of keeping track of which token in the input expression is being examined. It is analogous to the yellow highlight in the animation.

* The terminating symbol ![http://ksuweb.kennesaw.edu/faculty/rbrow211/web_lectures/postfix/term.gif](data:image/gif;base64,R0lGODlhDAAKAKIAAP///6qqqpqamiQkJAAAAAAAAAAAAAAAACH5BAUUAAAALAAAAAAMAAoAAAMWCLrcGsMxKBet4FYtufMNCAhEaRJKAgA7)is appended to the expression to be converted and also pushed onto the stack.
* The scan pointer is set to the leftmost symbol of the input expression. Scanning proceeds left-to-right.
* If a variable is encountered, it is copied to the output and the scan pointer is advanced.
* If an operator symbol is encountered, it is compared with the symbol at the stop of the stack using Table 5-21, and one of the following actions is taken depending on the number from the table:
  1. The symbol being scanned is pushed onto the stack and the scan pointer is advanced.
  2. The stack is popped and the symbol from the stack is copied to the output. The scan pointer is *not* advanced.
  3. The symbol at the top of the stack is deleted and the scan pointer is advanced. (This is how parentheses are removed from the infix expression.)
  4. Done. The expression has been converted and the algorithm terminates successfully.
  5. Error. The parentheses in the original expression were not balanced, and the expression cannot be converted.
* After each action is taken, a new comparison is made between the symbol being scanned, which may be the same as in the previous comparison, and the symbol at the top of the stack. This continues until the algorithm terminates.

|  |
| --- |
| http://ksuweb.kennesaw.edu/faculty/rbrow211/web_lectures/postfix/table-5-21.gif |
| **Figure 5-21** from [Tanenbaum and Austin (2013)](http://www.pearsonhighered.com/educator/product/Structured-Computer-Organization/9780132916523.page). Find the symbol at the top of the stack on the left and the symbol being scanned across the top. The action to take is indicated by the number at the intersection of the row and column. |

[Cite this paper](http://www.citethispaper.org/) as:

Brown, B., (2001). *Postfix Notation Mini-Lecture.* Retrieved on 2016/12/5 from: http://bbrown.spsu.edu/web\_lectures/postfix/.

Please take a moment to [provide comments](http://ksuweb.kennesaw.edu/faculty/rbrow211/form.html?Mini-Lecture%20on%20Postfix%20Notation&bbrown.spsu.edu/web_lectures/postfix/%23comments) on this Mini-Lecture. If you found this helpful, please click the +1 button at the top right.
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***Further Reading***

You can find a short biographical article about Łukasiewicz in the [Wikipedia](http://en.wikipedia.org/wiki/Jan_Lukasiewicz) and another biographical article at the [University of St. Andrews.](http://www-groups.dcs.st-and.ac.uk/~history/Mathematicians/Lukasiewicz.html) These links will open new windows.
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Jan Łukasiewicz's name is pronounced *"yahn woo-ka-shay-vitch"*, give or take some North American ideas of how Latin letters sound. The speaker icon provides a recorded pronounciation by a native speaker of Polish, courtesy of Forvo.com.
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